**1.) Adjacency matrix to Adjacency List code**

vector<vector<**int**>> convert( vector<vector<**int**>> a){

    vector<vector<**int**>> adjList(a.size());

**for** (**int** i = 0; i < a.size(); i++){

**for** (**int** j = 0; j < a[i].size(); j++){

**if** (a[i][j] != 0){

                adjList[i].push\_back(j);

            }

        }

    }

**return** adjList;

}

**2.) BFS TRAVERSAL**

**![](data:image/png;base64,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)**

**3.) DFS TRAVERSAL**
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**4.) NUMBER OF PROVINCES**
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**5.) NUMBER OF ISLANDS**

class Solution {

public:

    void bfs(int row, int col, vector<vector<int>> &vis, vector<vector<char>> &grid){

        vis[row][col]=1;

        queue<pair<int,int>> q;

        q.push({row,col});

        int N=grid.size();

        int M=grid[0].size();

        while(!q.empty()){

            int row=q.front().first;

            int col=q.front().second;

            q.pop();

            for(int delrow=-1;delrow<=1;delrow++){

                for(int delcol=-1;delcol<=1;delcol++){

                    int neighrow=row+delrow;

                    int neighcol=col+delcol;

                    if((abs(delrow-delcol)==1) &&

                        (neighrow>=0 && neighrow<N &&

neighcol>=0 && neighcol<M &&

    grid[neighrow][neighcol]=='1'

&& !vis[neighrow][neighcol])){

                        vis[neighrow][neighcol]=1;

                        q.push({neighrow,neighcol});

                    }

                }

            }

        }

    }

    int numIslands(vector<vector<char>>& grid) {

        int N=grid.size();

        int M=grid[0].size();

        vector<vector<int>> vis(N, vector<int>(M,0));

        int count=0;

        for(int row=0;row<N;row++){

            for(int col=0;col<M;col++){

                if(!vis[row][col] && grid[row][col]=='1'){

                    bfs(row, col, vis, grid);

                    count++;

                }

            }

        }

        return count;

    }

};

**6.) FLOOD FILL ALGORITHM**

class Solution {

public:

    void dfs(int row, int col, vector<vector<int>> &ans,vector<vector<int>> &image, int color, vector<int> &delrow, vector<int> &delcol, int inicolor){

        ans[row][col]=color;

        int N=image.size();

        int M=image[0].size();

        for(int i=0;i<4;i++){

            int nrow=row+delrow[i];

            int ncol=col+delcol[i];

            if(nrow>=0 && nrow<N && ncol>=0

&& ncol<M && image[nrow][ncol]==inicolor

&& ans[nrow][ncol]!=color){

                dfs(nrow, ncol, ans, image, color, delrow, delcol, inicolor);

            }

        }

    }

    vector<vector<int>> floodFill(vector<vector<int>>& image, int sr, int sc, int color) {

        int inicolor=image[sr][sc];

        vector<vector<int>> ans=image;

        vector<int> delrow={-1,0,+1,0};

        vector<int> delcol={0,+1,0,-1};

        dfs(sr, sc, ans, image, color, delrow, delcol, inicolor);

        return ans;

    }

};

**7.) NUMBER OF ROTTEN ORANGES**

class Solution {

public:

    int orangesRotting(vector<vector<int>>& grid) {

        int N=grid.size();

        int M=grid[0].size();

        queue<pair<pair<int,int>,int>> q;

        vector<vector<int>> vis(N, vector<int>(M));

        int count\_fresh=0;

        for(int i=0;i<N;i++){

            for(int j=0;j<M;j++){

                if(grid[i][j]==2){

                    q.push({{i,j},0});

                    vis[i][j]=2;

                }

                else{

                    vis[i][j]=0;

                }

                if(grid[i][j]==1)

                count\_fresh++;

            }

        }

        int time=0;

        //BFS TRAVERSAL

        vector<int> delrow={-1,0,+1,0};

        vector<int> delcol={0,1,0,-1};

        int count=0;

        while(!q.empty()){

            int row=q.front().first.first;

            int col=q.front().first.second;

            int t=q.front().second;

            time=max(time,t);

            q.pop();

            for(int i=0;i<4;i++){

                int neighrow=row+delrow[i];

                int neighcol=col+delcol[i];

                if(neighrow>=0 && neighrow<N && neighcol>=0

&& neighcol<M && vis[neighrow][neighcol]==0

&& grid[neighrow][neighcol]==1){

                    q.push({{neighrow,neighcol},t+1});

                    vis[neighrow][neighcol]=2;

                    count++;

                }

            }

        }

        if(count!=count\_fresh)

        return -1;

        return time;

    }

};

//Time Complexity: O(NxM + NxMx4) ~ O(N x M)

// the BFS function will be called for (N x M) nodes and for every node, we are traversing for 4 neighbours, it will take O(N x M x 4) time.

// Space Complexity ~ O(N x M), O(N x M)

**8.) CYCLE DETECTION IN UNDIRECTED GRAPH ( BFS )**

class Solution {

  public:

    bool detect(int src, vector<int> adj[], vector<int> &vis){

        vis[src]=1;

        queue<pair<int,int>> q;

        q.push({src,-1});

        while(!q.empty()){

            int node=q.front().first;

            int parent=q.front().second;

            q.pop();

            for(auto adjNode:adj[node]){

                if(!vis[adjNode]){

                    vis[adjNode]=1;

                    q.push({adjNode, node});

                }

                else if(parent!=adjNode){

                    return true;

                }

            }

        }

        return false;

    }

    // Function to detect cycle in an undirected graph.

    bool isCycle(int V, vector<int> adj[]) {

        vector<int> vis(V,0);

        for(int i=0;i<V;i++){

            if(!vis[i]){

                if(detect(i, adj, vis))

                return true;

            }

        }

        return false;

    }

};

**9.) CYCLE DETECTION IN UNDIRECTED GRAPH ( DFS )**

class Solution {

  public:

    bool dfs(int node, int parent, vector<int> &vis, vector<int> adj[]){

        vis[node]=1;

        for(auto adjNode:adj[node]){

            if(!vis[adjNode]){

                if(dfs(adjNode, node, vis, adj)==true)

                return true;

            }

            else if(adjNode!=parent)

            return true;

        }

        return false;

    }

    // Function to detect cycle in an undirected graph.

    bool isCycle(int V, vector<int> adj[]) {

        vector<int> vis(V,0);

        for(int i=0;i<V;i++){

            if(!vis[i]){

                if(dfs(i,-1,vis,adj)==true)

                return true;

            }

        }

        return false;

    }

};

**10.) DISTANCE OF NEAREST CELL HAVING 1**

class Solution

{

    public:

    //Function to find distance of nearest 1 in the grid for each cell.

    vector<vector<int>>nearest(vector<vector<int>>grid){

        int n=grid.size();

        int m=grid[0].size();

        vector<vector<int>> vis(n, vector<int> (m,0));

        vector<vector<int>> dist(n, vector<int> (m,0));

        queue<pair<pair<int,int>,int>> q;

        for(int i=0;i<n;i++){

            for(int j=0;j<m;j++){

                if(grid[i][j]==1){

                    q.push({{i,j},0});

                    vis[i][j]=1;

                }

                else{

                    vis[i][j]=0;

                }

            }

        }

        vector<int> drow={-1,0,1,0};

        vector<int> dcol={0,1,0,-1};

        while(!q.empty()){

            int row=q.front().first.first;

            int col=q.front().first.second;

            int steps=q.front().second;

            q.pop();

            dist[row][col]=steps;

            for(int i=0;i<4;i++){

                int nrow=row+drow[i];

                int ncol=col+dcol[i];

                if((nrow>=0 && nrow<n && ncol>=0

&& ncol<m && vis[nrow][ncol]==0)){

                    vis[nrow][ncol]=1;

                    q.push({{nrow,ncol},steps+1});

                }

            }

        }

        return dist;

    }

};

**11.) SURROUNDED REGIONS**

class Solution {

public:

    void dfs(int row, int col, vector<vector<int>> &vis, vector<vector<char>> &mat, vector<int> &delrow, vector<int> &delcol){

        vis[row][col]=1;

        int N=mat.size();

        int M=mat[0].size();

        for(int i=0;i<4;i++){

            int neighrow=row+delrow[i];

            int neighcol=col+delcol[i];

            if(neighrow>=0 && neighrow<N && neighcol>=0

&& neighcol<M && !vis[neighrow][neighcol]

&& mat[neighrow][neighcol]=='O'){

                dfs(neighrow, neighcol, vis, mat, delrow, delcol);

            }

        }

    }

    void solve(vector<vector<char>>& mat) {

        int N=mat.size();

        int M=mat[0].size();

        vector<int> delrow={-1,0,1,0};

        vector<int> delcol={0,1,0,-1};

        vector<vector<int>> vis(N,vector<int>(M,0));

        for(int j=0;j<M;j++){

            if(!vis[0][j] && mat[0][j]=='O'){

                dfs(0, j, vis, mat, delrow, delcol);

            }

            if(!vis[N-1][j] && mat[N-1][j]=='O'){

                dfs(N-1, j, vis, mat, delrow, delcol);

            }

        }

        for(int i=0;i<N;i++){

            if(!vis[i][0] && mat[i][0]=='O'){

                dfs(i, 0, vis, mat, delrow, delcol);

            }

            if(!vis[i][M-1] && mat[i][M-1]=='O'){

                dfs(i, M-1, vis, mat, delrow, delcol);

            }

        }

        for(int i=0;i<N;i++){

            for(int j=0;j<M;j++){

                if(!vis[i][j] && mat[i][j]=='O')

                mat[i][j]='X';

            }

        }

    }

};

// TC - O(N) + O(M) + O(NxMx4) ~ O(N x M)

// SC - O(N x M), O(N x M)

**12.) NUMBER OF ENCLAVES**

class Solution {

public:

    int numEnclaves(vector<vector<int>>& grid) {

        queue<pair<int,int>> q;

        int N=grid.size();

        int M=grid[0].size();

        vector<vector<int>> vis(N,vector<int>(M,0));

        for(int i=0;i<N;i++){

            for(int j=0;j<M;j++){

                if(i==0 || j==0 || i==N-1 || j==M-1){

                    if(grid[i][j]==1){

                        q.push({i,j});

                        vis[i][j]=1;

                    }

                }

            }

        }

        vector<int> delrow={-1,0,+1,0};

        vector<int> delcol={0,+1,0,-1};

        while(!q.empty()){

            int row=q.front().first;

            int col=q.front().second;

            q.pop();

            for(int i=0;i<4;i++){

                int neighrow=row+delrow[i];

                int neighcol=col+delcol[i];

                if(neighrow>=0 && neighrow<N && neighcol>=0 && neighcol<M && vis[neighrow][neighcol]==0 && grid[neighrow][neighcol]==1){

                    q.push({neighrow,neighcol});

                    vis[neighrow][neighcol]=1;

                }

            }

        }

        int count=0;

        for(int i=0;i<N;i++){

            for(int j=0;j<M;j++){

                if(grid[i][j]==1 && vis[i][j]==0)

                count++;

            }

        }

        return count;

    }

};

// TC - O(N\*M\*4) ~ O(N\*M);

// SC - O(N\*M);

**13.) NUMBER OF DISTINCT ISLANDS**

class Solution {

  public:

    void dfs(int row, int col, vector<vector<int>>&grid,

vector<vector<int>> &vis, vector<pair<int,int>> &vec,

int row0, int col0){

        vis[row][col]=1;

        vec.push\_back({row-row0, col-col0});

        int n=grid.size();

        int m=grid[0].size();

        vector<int> drow={-1,0,1,0};

        vector<int> dcol={0,-1,0,1};

        for(int i=0;i<4;i++){

            int nrow=row+drow[i];

            int ncol=col+dcol[i];

            if(nrow>=0 && nrow<n && ncol>=0 && ncol<m

&& grid[nrow][ncol]==1 && !vis[nrow][ncol]){

                dfs(nrow,ncol, grid, vis, vec, row0, col0);

            }

        }

    }

    int countDistinctIslands(vector<vector<int>>& grid) {

        int n=grid.size();

        int m=grid[0].size();

        vector<vector<int>> vis(n, vector<int> (m,0));

        set<vector<pair<int,int>>> st;

        for(int i=0;i<n;i++){

            for(int j=0;j<m;j++){

                if(!vis[i][j] && grid[i][j]==1){

                    vector<pair<int,int>> vec;

                    dfs(i, j, grid, vis, vec, i, j);

                    st.insert(vec);

                }

            }

        }

        return st.size();

    }

};

**14.) BIPARTITE GRAPH (BFS)**

class Solution {

public:

    bool check(int start, int N, vector<vector<int>> &graph,

vector<int> &color){

        queue<int> q;

        q.push(start);

        color[start]=0;

        while(!q.empty()){

            int node=q.front();

            q.pop();

            for(auto it:graph[node]){

                if(color[it]==-1){

                    color[it]=!color[node];

                    q.push(it);

                }

                else if(color[it]==color[node]){

                    return false;

                }

            }

        }

        return true;

    }

    bool isBipartite(vector<vector<int>>& graph) {

        int N=graph.size();

        vector<int> color(N,-1);

        for(int i=0;i<N;i++){

            if(color[i]==-1){

                if(check(i, N, graph, color)==false)

                return false;

            }

        }

        return true;

    }

};

// BFS APPROACH

// TIME COMPLEXITY - O(V+2E)

// SPACE COMPLEXITY - O(3V)~O(V)

**15.) BIPARTITE GRAPH (DFS)**

class Solution {

public:

    bool dfs(int node, int col, vector<int> &color,

vector<vector<int>> &graph){

        color[node]=col;

        for(auto it:graph[node]){

            if(color[it]==-1){

                if(dfs(it, !col, color, graph)==false)

                return false;

            }

            else if(color[it]==col)

            return false;

        }

        return true;

    }

    bool isBipartite(vector<vector<int>>& graph) {

        int N=graph.size();

        vector<int> color(N,-1);

        for(int i=0;i<N;i++){

            if(color[i]==-1){

                if(dfs(i, 0, color, graph)==false)

                return false;

            }

        }

        return true;

    }

};

// Time Complexity: O(V + E)

// Space Complexity: O(V)

**16.) DETECT CYCLE IN A DIRECTED GRAPH**

class Solution {

  public:

    bool dfs(int node, vector<int> adj[], vector<int> &vis,

vector<int> &pathVis){

        vis[node]=1;

        pathVis[node]=1;

        for(auto it:adj[node]){

            if(!vis[it]){

                if(dfs(it, adj, vis, pathVis)==true)

                return true;

            }

            else if(pathVis[it]){

                return true;

            }

        }

        pathVis[node]=0;

        return false;

    }

    // Function to detect cycle in a directed graph.

    bool isCyclic(int V, vector<int> adj[]) {

        vector<int> vis(V,0);

        vector<int> pathVis(V,0);

        for(int i=0;i<V;i++){

            if(!vis[i]){

                if(dfs(i,adj,vis,pathVis)==true)

                return true;

            }

        }

        return false;

    }

};

**17.) FIND EVENTUAL SAFE NODES (DFS)**

class Solution {

public:

    bool dfs(int node, vector<vector<int>> &graph,

vector<int> &vis, vector<int> &pathvis,

vector<int> &check){

        vis[node]=1;

        pathvis[node]=1;

        check[node]=1;

        for(auto it:graph[node]){

            if(!vis[it]){

                if(dfs(it, graph, vis, pathvis, check)==true){

                    check[node]=0;

                    return true;

                }

            }

            else if(pathvis[it]){

                check[node]=0;

                return true;

            }

        }

        check[node]=1;

        pathvis[node]=0;

        return false;

    }

    vector<int> eventualSafeNodes(vector<vector<int>>& graph) {

        int N=graph.size();

        vector<int> vis(N,0);

        vector<int> pathvis(N,0);

        vector<int> check(N,0);

        vector<int> ans\_safenodes;

        for(int i=0;i<N;i++){

            if(!vis[i]){

                dfs(i, graph, vis, pathvis, check);

            }

        }

        for(int i=0;i<N;i++){

            if(check[i]==1)

            ans\_safenodes.push\_back(i);

        }

        return ans\_safenodes;

    }

};

// SC - O(3N)~O(N)

// TC - O(V+E)

**18.) TOPOLOGICAL SORTING (DFS)**

class Solution

{

    public:

    void dfs(int node, vector<int> &vis, stack<int> &st, vector<int> adj[]){

        vis[node]=1;

        for(auto it:adj[node]){

            if(!vis[it]){

                dfs(it, vis, st, adj);

            }

        }

        st.push(node);

    }

    //Function to return list containing vertices in Topological order.

    vector<int> topoSort(int V, vector<int> adj[])

    {

        vector<int> vis(V,0);

        stack<int> st;

        for(int i=0;i<V;i++){

            if(!vis[i]){

                dfs(i, vis, st, adj);

            }

        }

        vector<int> ans;

        while(!st.empty()){

            ans.push\_back(st.top());

            st.pop();

        }

        return ans;

    }

};

**19.) TOPOLOGICAL SORTING (BFS)**

**[ KAHN’S ALGORITHM ]**

class Solution

{

    public:

    //Function to return list containing vertices in Topological order.

    vector<int> topoSort(int V, vector<int> adj[])

    {

        vector<int> indegree(V,0);

        for(int i=0;i<V;i++){

            for(auto it:adj[i]){

                indegree[it]++;

            }

        }

        queue<int> q;

        for(int i=0;i<V;i++){

            if(indegree[i]==0){

                q.push(i);

            }

        }

        vector<int> topo;

        while(!q.empty()){

            int node=q.front();

            q.pop();

            topo.push\_back(node);

            for(auto it:adj[node]){

                indegree[it]--;

                if(indegree[it]==0)

                q.push(it);

            }

        }

        return topo;

    }

};

**20.) FIND EVENTUAL SAFE NODES (TOPO SORT)**

class Solution {

public:

    vector<int> eventualSafeNodes(vector<vector<int>>& graph) {

        int N=graph.size();

        vector<int> adjrev[N];

        vector<int> indegree(N,0);

        for(int i=0;i<N;i++){

            for(auto it:graph[i]){

                adjrev[it].push\_back(i);

                indegree[i]++;

            }

        }

        queue<int> q;

        vector<int> safenodes;

        for(int i=0;i<N;i++){

            if(indegree[i]==0){

                q.push(i);

            }

        }

        while(!q.empty()){

            int node=q.front();

            q.pop();

            safenodes.push\_back(node);

            for(auto it:adjrev[node]){

                indegree[it]--;

                if(indegree[it]==0)

                q.push(it);

            }

        }

        sort(safenodes.begin(),safenodes.end());

        return safenodes;

    }

};

// TC ~ similar to topo sort + sorting time

// SC ~ similar to topo sort + for storing reverse graph

**21.) COURSE SCHEDULE I**

class Solution {

public:

    bool canFinish(int numcourses, vector<vector<int>>& prerequisites) {

        vector<int> adj[numcourses];

        for(auto it:prerequisites){

            adj[it[1]].push\_back(it[0]);

        }

        vector<int> indegree(numcourses,0);

        for(int i=0;i<numcourses;i++){

            for(auto it:adj[i]){

                indegree[it]++;

            }

        }

        queue<int> q;

        for(int i=0;i<numcourses;i++){

            if(indegree[i]==0){

                q.push(i);

            }

        }

        vector<int> topo;

        while(!q.empty()){

            int node=q.front();

            q.pop();

            topo.push\_back(node);

            for(auto it:adj[node]){

                indegree[it]--;

                if(indegree[it]==0)

                q.push(it);

            }

        }

        if(topo.size()==numcourses)

        return true;

        return false;

    }

};

**22.) COURSE SCHEDULE II**

class Solution {

public:

    vector<int> findOrder(int numcourses, vector<vector<int>>& prerequisites) {

        vector<int> adj[numcourses];

        for(auto it:prerequisites){

            adj[it[1]].push\_back(it[0]);

        }

        vector<int> indegree(numcourses,0);

        for(int i=0;i<numcourses;i++){

            for(auto it:adj[i]){

                indegree[it]++;

            }

        }

        queue<int> q;

        for(int i=0;i<numcourses;i++){

            if(indegree[i]==0){

                q.push(i);

            }

        }

        vector<int> topo;

        while(!q.empty()){

            int node=q.front();

            q.pop();

            topo.push\_back(node);

            for(auto it:adj[node]){

                indegree[it]--;

                if(indegree[it]==0)

                q.push(it);

            }

        }

        if(topo.size()==numcourses)

        return topo;

        return {};

    }

};

**23.) ALIEN DICTIONARY**

class Solution{

    public:

    vector<int> topoSort(int V, vector<int> adj[]) {

        vector<int> indegree(V,0);

        for(int i=0;i<V;i++){

            for(auto it:adj[i]){

                indegree[it]++;

            }

        }

        queue<int> q;

        for(int i=0;i<V;i++){

            if(indegree[i]==0){

                q.push(i);

            }

        }

        vector<int> topo;

        while(!q.empty()){

            int node=q.front();

            q.pop();

            topo.push\_back(node);

            for(auto it:adj[node]){

                indegree[it]--;

                if(indegree[it]==0)

                q.push(it);

            }

        }

        return topo;

    }

    string findOrder(string dict[], int N, int K) {

        vector<int> adj[K];

        for(int i=0;i<N-1;i++){

            string s1=dict[i];

            string s2=dict[i+1];

            int len=min(s1.size(),s2.size());

            for(int ptr=0;ptr<len;ptr++){

                if(s1[ptr]!=s2[ptr]){

                    adj[s1[ptr]-'a'].push\_back(s2[ptr]-'a');

                    break;

                }

            }

        }

        vector<int> topo=topoSort(K, adj);

        string ans="";

        for(auto it:topo){

            ans=ans+char(it+'a');

        }

        return ans;

    }

};

**24.) SHORTEST PATH IN DIRECTED ACYCLIC GRAPH (TOPO)**

class Solution {

  public:

    void topoSort(int node, vector<pair<int,int>> adj[],

vector<int> &vis, stack<int> &st){

        vis[node]=1;

        for(auto it:adj[node]){

            int v=it.first;

            if(!vis[v]){

                topoSort(v, adj, vis, st);

            }

        }

        st.push(node);

    }

    vector<int> shortestPath(int N,int M, vector<vector<int>>& edges){

        vector<pair<int,int>> adj[N];

        for(int i=0;i<M;i++){

            int u=edges[i][0];

            int v=edges[i][1];

            int wt=edges[i][2];

            adj[u].push\_back({v,wt});

        }

        vector<int> vis(N,0);

        stack<int> st;

        for(int i=0;i<N;i++){

            if(!vis[i]){

                topoSort(i, adj, vis, st);

            }

        }

        vector<int> dist(N);

        for(int i=0;i<N;i++){

            dist[i]=1e9;

        }

        dist[0]=0;

        while(!st.empty()){

            int node=st.top();

            st.pop();

            for(auto it:adj[node]){

                int v=it.first;

                int wt=it.second;

                if(dist[node]+wt<dist[v]){

                    dist[v]=dist[node]+wt;

                }

            }

        }

        for (int i = 0; i < N; i++) {

            if (dist[i] == 1e9) dist[i] = -1;

        }

        return dist;

    }

};

**25.) SHORTEST PATH IN UNDIRECTED GRAPH HAVING UNIT DISTANCES**

class Solution {

  public:

    vector<int> shortestPath(vector<vector<int>>& edges, int N,int M, int src){

        vector<int> adj[N];

        for(auto it:edges){

            adj[it[0]].push\_back(it[1]);

            adj[it[1]].push\_back(it[0]);

        }

        vector<int> dist(N);

        for(int i=0;i<N;i++){

            dist[i]=1e9;

        }

        dist[src]=0;

        queue<int> q;

        q.push(src);

        while(!q.empty()){

            int node=q.front();

            q.pop();

            for(auto it:adj[node]){

                if(dist[node]+1<dist[it]){

                    dist[it]=1+dist[node];

                    q.push(it);

                }

            }

        }

        vector<int> ans(N, -1);

        for(int i=0;i<N;i++){

            if(dist[i]!=1e9){

                ans[i]=dist[i];

            }

        }

        return ans;

    }

};

**26.) WORD LADDER I**

class Solution {

public:

    int ladderLength(string beginword, string endword, vector<string>& wordlist) {

        queue<pair<string,int>> q;

        q.push({beginword,1});

        unordered\_set<string> st(wordlist.begin(),wordlist.end());

        st.erase(beginword);

        while(!q.empty()){

            string word=q.front().first;

            int steps=q.front().second;

            q.pop();

            if(word==endword)

            return steps;

            for(int i=0;i<word.size();i++){

                char original=word[i];

                for(char ch='a';ch<='z';ch++){

                    word[i]=ch;

                    // it exists in a set

                    if(st.find(word)!=st.end()){

                        st.erase(word);

                        q.push({word,steps+1});

                    }

                }

                word[i]=original;

            }

        }

        return 0;

    }

};

// TC ~ O(wordlength \* 26 \* beginword.size()); to be more specific extra log(N)

// SC ~ O(N)

**27.) WORD LADDER II**

**(MEMORY LIMIT EXCEEDED)**

**( BEST FOR INTERVIEW PURPOSE )**

class Solution {

public:

    vector<vector<string>> findLadders(string beginWord, string endWord, vector<string>& wordList) {

        unordered\_set<string> s(wordList.begin(),wordList.end());

        queue<vector<string>> q;

        vector<vector<string>> ans;

        q.push({beginWord});

        vector<string> used;

        used.push\_back(beginWord);

        int level=0;

        while(!q.empty())

        {

            vector<string> v=q.front();

            q.pop();

            if(v.size()>level){

                level++;

                for(auto it:used)

                {

                    s.erase(it);

                }

            }

            string word = v.back();

            if(word==endWord)

            {

                if(ans.size()==0)

                ans.push\_back(v);

                else

                 if(ans[0].size()==v.size())

                    ans.push\_back(v);

            }

            for(int i=0;i<word.length();i++)

            {

                char temp=word[i];

                for(char p='a';p<='z';p++)

                {

                    word[i]=p;

                    if(s.find(word)!=s.end())

                    {

                        v.push\_back(word);

                        q.push(v);

                        used.push\_back(word);

                        v.pop\_back();

                    }

                }

                word[i]=temp;

            }

        }

        return ans;

    }

};

**28.) WORD LADDER II**

**( BEST OPTIMISED WAY TO DO SO )**

**( NOT GOOD FOR INTERVIEW PURPOSE )**

class Solution {

    unordered\_map<string,int> mpp;

    vector<vector<string>> ans;

    string b;

private:

    void dfs(string word, vector<string> &seq){

        if(word==b){

            reverse(seq.begin(),seq.end());

            ans.push\_back(seq);

            reverse(seq.begin(),seq.end());

            return;

        }

        int steps=mpp[word];

        int sz=word.size();

        for(int i=0;i<sz;i++){

            char original=word[i];

            for(char ch='a';ch<='z';ch++){

                word[i]=ch;

                if(mpp.find(word)!=mpp.end() && mpp[word]+1==steps){

                    seq.push\_back(word);

                    dfs(word, seq);

                    seq.pop\_back();

                }

            }

            word[i]=original;

        }

    }

public:

    vector<vector<string>> findLadders(string beginword,

string endword, vector<string>& wordlist) {

        unordered\_set<string> st(wordlist.begin(),wordlist.end());

        queue<string> q;

        b=beginword;

        q.push({beginword});

        mpp[beginword]=1;

        int sz=beginword.size();

        st.erase(beginword);

        while(!q.empty()){

            string word=q.front();

            int steps=mpp[word];

            q.pop();

            if(word==endword)

            break;

            for(int i=0;i<sz;i++){

                char original=word[i];

                for(char ch='a';ch<='z';ch++){

                    word[i]=ch;

                    if(st.count(word)){

                        q.push(word);

                        st.erase(word);

                        mpp[word]=steps+1;

                    }

                }

                word[i]=original;

            }

        }

        if(mpp.find(endword)!=mpp.end()){

            vector<string> seq;

            seq.push\_back(endword);

            dfs(endword, seq);

        }

        return ans;

    }

};

**29.) DIJKSTRA’S ALGORITHM**

**( BY USING PRIORITY QUEUE )**

class Solution

{

    public:

    //Function to find the shortest distance of all the vertices

    //from the source vertex S.

    vector <int> dijkstra(int V, vector<vector<int>> adj[], int S)

    {

        priority\_queue<pair<int,int>, vector<pair<int,int>>, greater<pair<int,int>>> pq;

        vector<int> dist(V);

        for(int i=0;i<V;i++){

            dist[i]=1e9;

        }

        dist[S]=0;

        pq.push({0,S});

        while(!pq.empty()){

            int dis=pq.top().first;

            int node=pq.top().second;

            pq.pop();

            for(auto it:adj[node]){

                int edgeWt=it[1];

                int adjNode=it[0];

                if(dis+edgeWt<dist[adjNode]){

                    dist[adjNode]=dis+edgeWt;

                    pq.push({dist[adjNode],adjNode});

                }

            }

        }

        return dist;

    }

};

**30.) DIJKSTRA’S ALGORITHM**

**( BY USING SET )**

class Solution

{

    public:

    //Function to find the shortest distance of all the vertices

    //from the source vertex S.

    vector <int> dijkstra(int V, vector<vector<int>> adj[], int S)

    {

        set<pair<int,int>> st;

        vector<int> dist(V, 1e9);

        st.insert({0, S});

        dist[S]=0;

        while(!st.empty()){

            auto it=\*(st.begin());

            int node=it.second;

            int dis=it.first;

            st.erase(it);

            for(auto it:adj[node]){

                int adjNode=it[0];

                int edgeWt=it[1];

                if(dis+edgeWt<dist[adjNode]){

                    if(dist[adjNode]!=1e9){

                        st.erase({dist[adjNode], adjNode});

                    }

                    dist[adjNode]=dis+edgeWt;

                    st.insert({dist[adjNode],adjNode});

                }

            }

        }

        return dist;

    }

};

**31..) PRINT SHORTEST PATH (DIJKSTRA’S ALGORITHM)**

class Solution

{

public:

    vector<int> shortestPath(int n, int m, vector<vector<int>> &edges)

    {

        // Create an adjacency list of pairs of the form node1 -> {node2, edge weight}

        // where the edge weight is the weight of the edge from node1 to node2.

        vector<pair<int, int>> adj[n + 1];

        for (auto it : edges)

        {

            adj[it[0]].push\_back({it[1], it[2]});

            adj[it[1]].push\_back({it[0], it[2]});

        }

        // Create a priority queue for storing the nodes along with distances

        // in the form of a pair { dist, node }.

        priority\_queue<pair<int, int>, vector<pair<int, int>>, greater<pair<int,int>>> pq;

        // Create a dist array for storing the updated distances and a parent array

        //for storing the nodes from where the current nodes represented by indices of

        // the parent array came from.

        vector<int> dist(n + 1, 1e9), parent(n + 1);

        for (int i = 1; i <= n; i++)

            parent[i] = i;

        dist[1] = 0;

        // Push the source node to the queue.

        pq.push({0, 1});

        while (!pq.empty())

        {

            // Topmost element of the priority queue is with minimum distance value.

            auto it = pq.top();

            pq.pop();

            int node = it.second;

            int dis = it.first;

            // Iterate through the adjacent nodes of the current popped node.

            for (auto it : adj[node])

            {

                int adjNode = it.first;

                int edW = it.second;

                // Check if the previously stored distance value is

                // greater than the current computed value or not,

                // if yes then update the distance value.

                if (dis + edW < dist[adjNode])

                {

                    dist[adjNode] = dis + edW;

                    pq.push({dis + edW, adjNode});

                    // Update the parent of the adjNode to the recent

                    // node where it came from.

                    parent[adjNode] = node;

                }

            }

        }

        // If distance to a node could not be found, return an array containing -1.

        if (dist[n] == 1e9)

            return {-1};

        // Store the final path in the ‘path’ array.

        vector<int> path;

        int node = n;

        // Iterate backwards from destination to source through the parent array.

        while (parent[node] != node)

        {

            path.push\_back(node);

            node = parent[node];

        }

        path.push\_back(1);

        // Since the path stored is in a reverse order, we reverse the array

        // to get the final answer and then return the array.

        reverse(path.begin(), path.end());

        return path;

    }

};

**32.) SHORTEST DISTANCE IN A BINARY MAZE**

class Solution {

  public:

    int shortestPath(vector<vector<int>> &grid,

pair<int, int> source, pair<int, int> destination) {

        if (source.first == destination.first

&& source.second == destination.second)

            return 0;

        queue<pair<int,pair<int,int>>> q;

        int n=grid.size();

        int m=grid[0].size();

        vector<vector<int>> dist(n, vector<int> (m, 1e9));

        dist[source.first][source.second]=0;

        q.push({0, {source.first, source.second}});

        vector<int> drow={-1,0,1,0};

        vector<int> dcol={0,1,0,-1};

        while(!q.empty()){

            auto it=q.front();

            q.pop();

            int dis=it.first;

            int r=it.second.first;

            int c=it.second.second;

            for(int i=0;i<4;i++){

                int nrow=r+drow[i];

                int ncol=c+dcol[i];

                if(nrow>=0 && nrow<n && ncol>=0 && ncol<m

&& grid[nrow][ncol]==1 && dis+1<dist[nrow][ncol]){

                    dist[nrow][ncol]=1+dis;

                    if(nrow==destination.first && ncol==destination.second){

                        return dis+1;

                    }

                    q.push({1+dis, {nrow,ncol}});

                }

            }

        }

        return -1;

    }

};

**33.) PATH WITH MINIMUM EFFORTS**

class Solution {

public:

    int minimumEffortPath(vector<vector<int>>& heights) {

        priority\_queue<pair<int,pair<int,int>>,vector<pair<int,pair<int,int>>>,greater<pair<int,pair<int,int>>>> pq;

        int n=heights.size();

        int m=heights[0].size();

        vector<vector<int>> dist(n, vector<int> (m,1e9));

        dist[0][0]=0;

        pq.push({0,{0,0}});

        vector<int> dr={-1,0,1,0};

        vector<int> dc={0,1,0,-1};

        while(!pq.empty()){

            auto it=pq.top();

            pq.pop();

            int diff=it.first;

            int row=it.second.first;

            int col=it.second.second;

            if(row==n-1 && col==m-1)

            return diff;

            for(int i=0;i<4;i++){

                int newr=row+dr[i];

                int newc=col+dc[i];

                if(newr>=0 && newr<n && newc>=0 && newc<m){

                    int neweffort=max(abs(heights[row][col]-heights[newr][newc]),diff);

                    if(neweffort<dist[newr][newc]){

                        dist[newr][newc]=neweffort;

                        pq.push({dist[newr][newc],{newr,newc}});

                    }

                }

            }

        }

        return 0;

    }

};

// TC ~ O(Elog(V)) -- dijkstra time complexity

// SC ~ O(N\*M)

**34.) CHEAPEST FLIGHTS WITHIN K STOPS**

class Solution {

public:

    int findCheapestPrice(int n, vector<vector<int>>& flights, int src, int dst, int k) {

        vector<pair<int,int>> adj[n];

        for(auto it:flights){

            adj[it[0]].push\_back({it[1],it[2]});

        }

        queue<pair<int,pair<int,int>>> q;

        // {stops, {node, dist}};

        q.push({0,{src,0}});

        vector<int> dist(n, 1e9);

        dist[src]=0;

        while(!q.empty()){

            auto it=q.front();

            q.pop();

            int stops=it.first;

            int node=it.second.first;

            int cost=it.second.second;

            if(stops>k)

            continue;

            for(auto iter:adj[node]){

                int adjnode=iter.first;

                int edgeweight=iter.second;

                if(cost+edgeweight<dist[adjnode] && stops<=k){

                    dist[adjnode]=cost+edgeweight;

                    q.push({stops+1,{adjnode,cost+edgeweight}});

                }

            }

        }

        if(dist[dst]==1e9)

        return -1;

        return dist[dst];

    }

};

// TC ~ O(total no of edges = flights.size())

**35.) MINIMUM MULTIPLICATIONS TO REACH END**

class Solution {

  public:

    int minimumMultiplications(vector<int>& arr, int start, int end) {

        queue<pair<int,int>>q;

        q.push({0,start});

        vector<int>dis(100000,1e9);

        dis[start]=0;

        while(!q.empty()){

            int steps=q.front().first;

            int val=q.front().second;

            q.pop();

            if(val==end)return steps;

            for(auto it:arr){

               int num=(it\*val)%100000;

               if(steps+1<dis[num]){

                   dis[num]=steps+1;

                   q.push({steps+1,num});

               }

            }

        }

        return -1;

    }

};

**36.) NUMBER OF WAYS TO REACH AT DESTINATION**

class Solution {

public:

    int countPaths(int n, vector<vector<int>>& roads) {

        vector<pair<long long int,long long int>> adj[n];

        for(auto it:roads){

            adj[it[0]].push\_back({it[1],it[2]});

            adj[it[1]].push\_back({it[0],it[2]});

        }

        priority\_queue<pair<long long int,long long int>,

vector<pair<long long int,long long int>>,

greater<pair<long long int,long long int>>> pq;

        vector<long long int> dist(n,1e15);

        vector<long long int> ways(n,0);

        dist[0]=0;

        ways[0]=1;

        pq.push({0,0});

        int mod=(int)(1e9+7);

        while(!pq.empty()){

            long long int dis=pq.top().first;

            long long int node=pq.top().second;

            pq.pop();

            for(auto it:adj[node]){

                long long int adjnode=it.first;

                long long int edgewt=it.second;

                if(dis+edgewt<dist[adjnode]){

                    dist[adjnode]=dis+edgewt;

                    pq.push({dis+edgewt,adjnode});

                    ways[adjnode]=ways[node];

                }

                else if(dis+edgewt==dist[adjnode]){

                    ways[adjnode]=(ways[adjnode]+ways[node])%mod;

                }

            }

        }

        return ways[n-1]%mod;

    }

};

// TC ~ O(E log(V))

// SC ~ extra O(N)

**37.) BELLMAN FORD ALGORITHM**

class Solution {

  public:

    /\*  Function to implement Bellman Ford

    \*   edges: vector of vectors which represents the graph

    \*   S: source vertex to start traversing graph with

    \*   V: number of vertices

    \*/

    vector<int> bellman\_ford(int V, vector<vector<int>>& edges, int S) {

        vector<int> dist(V, 1e8);

        dist[S]=0;

        for(int i=0;i<V-1;i++){

            for(auto it:edges){

                int u=it[0];

                int v=it[1];

                int wt=it[2];

                if(dist[u]!=1e8 && dist[u]+wt<dist[v]){

                    dist[v]=dist[u]+wt;

                }

            }

        }

        for(auto it:edges){

            int u=it[0];

            int v=it[1];

            int wt=it[2];

            if(dist[u]!=1e8 && dist[u]+wt<dist[v]){

                return {-1};

            }

        }

        return dist;

    }

};

**38.) FLOYD WARSHALL ALGORITHM**

class Solution {

  public:

    void shortest\_distance(vector<vector<int>>&matrix){

        int n=matrix.size();

        for(int i=0;i<n;i++){

            for(int j=0;j<n;j++){

                if(matrix[i][j]==-1){

                    matrix[i][j]=1e9;

                }

                if(i==j)

                matrix[i][j]=0;

            }

        }

        for(int k=0;k<n;k++){

            for(int i=0;i<n;i++){

                for(int j=0;j<n;j++){

                    matrix[i][j]=min(matrix[i][j],

matrix[i][k]+matrix[k][j]);

                }

            }

        }

// FOR HANDLING -ve CYCLE

// for(int i=0;i<n;i++){

        //     if(matrix[i][i]<0){

        //         // SOMETHING

        //     }

        // }

        for(int i=0;i<n;i++){

            for(int j=0;j<n;j++){

                if(matrix[i][j]==1e9){

                    matrix[i][j]=-1;

                }

            }

        }

    }

};

**39.) FIND THE CITY WITH THE SMALLEST NUMBER OF NEIGHBOURS AT A THRESHOLD DISTANCE**

class Solution {

public:

    int findTheCity(int n, vector<vector<int>>& edges, int distanceThreshold) {

        vector<vector<int>> dist(n, vector<int> (n, INT\_MAX));

        for(auto it:edges){

            dist[it[0]][it[1]]=it[2];

            dist[it[1]][it[0]]=it[2];

        }

        for(int i=0;i<n;i++)

        dist[i][i]=0;

        for(int k=0;k<n;k++){

            for(int i=0;i<n;i++){

                for(int j=0;j<n;j++){

                    if(dist[i][k]==INT\_MAX || dist[k][j]==INT\_MAX)

                    continue;

                    dist[i][j]=min(dist[i][j], dist[i][k]+dist[k][j]);

                }

            }

        }

        int cntCity=n;

        int cityNo=-1;

        for(int city=0;city<n;city++){

            int cnt=0;

            for(int adjCity=0;adjCity<n;adjCity++){

                if(dist[city][adjCity]<=distanceThreshold)

                cnt++;

            }

            if(cnt<=cntCity){

                cntCity=cnt;

                cityNo=city;

            }

        }

        return cityNo;

    }

};

**40.) PRIM’S ALGORITHM**

class Solution

{

    public:

    //Function to find sum of weights of edges of the Minimum Spanning Tree.

    int spanningTree(int V, vector<vector<int>> adj[])

    {

        priority\_queue<pair<int,int>,

vector<pair<int,int>>,

greater<pair<int,int>>> pq;

        vector<int> vis(V,0);

        pq.push({0,0});

        int sum=0;

        while(!pq.empty()){

            auto it=pq.top();

            pq.pop();

            int node=it.second;

            int wt=it.first;

            if(vis[node]==1)

            continue;

            vis[node]=1;

            sum=sum+wt;

            for(auto it:adj[node]){

                int adjNode=it[0];

                int edWt=it[1];

                if(!vis[adjNode]){

                    pq.push({edWt, adjNode});

                }

            }

        }

        return sum;

    }

};

**41.) DISJOINT SET | UNION BY SIZE | UNION BY RANK**

//HOPE

#include <bits/stdc++.h>

using namespace std;

    // #ifndef ONLINE\_JUDGE

    // freopen("input1.txt","r",stdin);

    // freopen("output1.txt","w",stdout);

    // #endif

class DisjointSet{

    vector<int> rank,parent,size;

public:

    DisjointSet(int n){

        rank.resize(n+1, 0);

        parent.resize(n+1);

        size.resize(n+1);

        for(int i=0;i<=n;i++){

            parent[i]=i;

            size[i]=1;

        }

    }

    int findPar(int node){

        if(node==parent[node])

            return node;

        return parent[node]=findPar(parent[node]);

    }

    void unionByRank(int u, int v){

        int ulp\_u=findPar(u);

        int ulp\_v=findPar(v);

        if(ulp\_u==ulp\_v)

            return;

        if(rank[ulp\_u]<rank[ulp\_v]){

            parent[ulp\_u]=ulp\_v;

        }

        else if(rank[ulp\_v]<rank[ulp\_u]){

            parent[ulp\_v]=ulp\_u;

        }

        else{

            parent[ulp\_v]=ulp\_u;

            rank[ulp\_u]++;

        }

    }

    void unionBySize(int u, int v){

        int ulp\_u=findPar(u);

        int ulp\_v=findPar(v);

        if(ulp\_u==ulp\_v)

            return;

        if(size[ulp\_u]<size[ulp\_v]){

            parent[ulp\_u]=ulp\_v;

            size[ulp\_v]+=size[ulp\_u];

        }

        else{

            parent[ulp\_v]=ulp\_u;

            size[ulp\_u]+=size[ulp\_v];

        }

    }

};

int main() {

    #ifndef ONLINE\_JUDGE

    freopen("input1.txt","r",stdin);

    freopen("output1.txt","w",stdout);

    #endif

    DisjointSet ds(7);

    ds.unionBySize(1,2);

    ds.unionBySize(2,3);

    ds.unionBySize(4,5);

    ds.unionBySize(6,7);

    ds.unionBySize(5,6);

    if(ds.findPar(3)==ds.findPar(7)){

        cout<<"same\n";

    }

    else{

        cout<<"Not same\n";

    }

    ds.unionBySize(3,7);

    if(ds.findPar(3)==ds.findPar(7)){

        cout<<"same\n";

    }

    else{

        cout<<"Not same\n";

    }

    return 0;

}

**42.) KRUSKAL’S ALGORITHM**

class DisjointSet{

    vector<int> rank,parent,size;

public:

    DisjointSet(int n){

        rank.resize(n+1, 0);

        parent.resize(n+1);

        size.resize(n+1);

        for(int i=0;i<=n;i++){

            parent[i]=i;

            size[i]=1;

        }

    }

    int findPar(int node){

        if(node==parent[node])

            return node;

        return parent[node]=findPar(parent[node]);

    }

    void unionByRank(int u, int v){

        int ulp\_u=findPar(u);

        int ulp\_v=findPar(v);

        if(ulp\_u==ulp\_v)

            return;

        if(rank[ulp\_u]<rank[ulp\_v]){

            parent[ulp\_u]=ulp\_v;

        }

        else if(rank[ulp\_v]<rank[ulp\_u]){

            parent[ulp\_v]=ulp\_u;

        }

        else{

            parent[ulp\_v]=ulp\_u;

            rank[ulp\_u]++;

        }

    }

    void unionBySize(int u, int v){

        int ulp\_u=findPar(u);

        int ulp\_v=findPar(v);

        if(ulp\_u==ulp\_v)

            return;

        if(size[ulp\_u]<size[ulp\_v]){

            parent[ulp\_u]=ulp\_v;

            size[ulp\_v]+=size[ulp\_u];

        }

        else{

            parent[ulp\_v]=ulp\_u;

            size[ulp\_u]+=size[ulp\_v];

        }

    }

};

class Solution

{

    public:

    //Function to find sum of weights of edges of the Minimum Spanning Tree.

    int spanningTree(int V, vector<vector<int>> adj[])

    {

        vector<pair<int,pair<int,int>>> edges;

        for(int i=0;i<V;i++){

            for(auto it:adj[i]){

                int adjNode=it[0];

                int wt=it[1];

                int node=i;

                edges.push\_back({wt,{node,adjNode}});

            }

        }

        DisjointSet ds(V);

        sort(edges.begin(),edges.end());

        int mstWt=0;

        for(auto it:edges){

            int wt=it.first;

            int u=it.second.first;

            int v=it.second.second;

            if(ds.findPar(u)!=ds.findPar(v)){

                mstWt+=wt;

                ds.unionBySize(u, v);

            }

        }

        return mstWt;

    }

};

**43.) NUMBER OF PROVINCES (DISJOINT SET DATA STRUCTURE)**

class DisjointSet{

public:

    vector<int> rank,parent,size;

    DisjointSet(int n){

        rank.resize(n+1, 0);

        parent.resize(n+1);

        size.resize(n+1);

        for(int i=0;i<=n;i++){

            parent[i]=i;

            size[i]=1;

        }

    }

    int findPar(int node){

        if(node==parent[node])

            return node;

        return parent[node]=findPar(parent[node]);

    }

    void unionByRank(int u, int v){

        int ulp\_u=findPar(u);

        int ulp\_v=findPar(v);

        if(ulp\_u==ulp\_v)

            return;

        if(rank[ulp\_u]<rank[ulp\_v]){

            parent[ulp\_u]=ulp\_v;

        }

        else if(rank[ulp\_v]<rank[ulp\_u]){

            parent[ulp\_v]=ulp\_u;

        }

        else{

            parent[ulp\_v]=ulp\_u;

            rank[ulp\_u]++;

        }

    }

    void unionBySize(int u, int v){

        int ulp\_u=findPar(u);

        int ulp\_v=findPar(v);

        if(ulp\_u==ulp\_v)

            return;

        if(size[ulp\_u]<size[ulp\_v]){

            parent[ulp\_u]=ulp\_v;

            size[ulp\_v]+=size[ulp\_u];

        }

        else{

            parent[ulp\_v]=ulp\_u;

            size[ulp\_u]+=size[ulp\_v];

        }

    }

};

class Solution {

public:

    int findCircleNum(vector<vector<int>>& adj) {

        int V=adj.size();

        DisjointSet ds(V);

        for(int i=0;i<V;i++){

            for(int j=0;j<V;j++){

                if(adj[i][j]==1){

                    ds.unionBySize(i, j);

                }

            }

        }

        int count=0;

        for(int i=0;i<V;i++){

            if(ds.parent[i]==i)

            count++;

        }

        return count;

    }

};

**44.) NUMBER OF OPERATIONS TO MAKE NETWORK CONNECTED**

class DisjointSet{

public:

    vector<int> rank,parent,size;

    DisjointSet(int n){

        rank.resize(n+1, 0);

        parent.resize(n+1);

        size.resize(n+1);

        for(int i=0;i<=n;i++){

            parent[i]=i;

            size[i]=1;

        }

    }

    int findPar(int node){

        if(node==parent[node])

            return node;

        return parent[node]=findPar(parent[node]);

    }

    void unionByRank(int u, int v){

        int ulp\_u=findPar(u);

        int ulp\_v=findPar(v);

        if(ulp\_u==ulp\_v)

            return;

        if(rank[ulp\_u]<rank[ulp\_v]){

            parent[ulp\_u]=ulp\_v;

        }

        else if(rank[ulp\_v]<rank[ulp\_u]){

            parent[ulp\_v]=ulp\_u;

        }

        else{

            parent[ulp\_v]=ulp\_u;

            rank[ulp\_u]++;

        }

    }

    void unionBySize(int u, int v){

        int ulp\_u=findPar(u);

        int ulp\_v=findPar(v);

        if(ulp\_u==ulp\_v)

            return;

        if(size[ulp\_u]<size[ulp\_v]){

            parent[ulp\_u]=ulp\_v;

            size[ulp\_v]+=size[ulp\_u];

        }

        else{

            parent[ulp\_v]=ulp\_u;

            size[ulp\_u]+=size[ulp\_v];

        }

    }

};

class Solution {

public:

    int makeConnected(int n, vector<vector<int>>& edge) {

        DisjointSet ds(n);

        int countExtra=0;

        for(auto it:edge){

            int u=it[0];

            int v=it[1];

            if(ds.findPar(u)==ds.findPar(v)){

                countExtra++;

            }

            else{

                ds.unionBySize(u,v);

            }

        }

        int countC=0;

        for(int i=0;i<n;i++){

            if(ds.parent[i]==i)

            countC++;

        }

        int ans=countC-1;

        if(countExtra>=ans)

        return ans;

        return -1;

    }

};

**45.) ACCOUNTS MERGE**

class DisjointSet{

public:

    vector<int> rank,parent,size;

    DisjointSet(int n){

        rank.resize(n+1, 0);

        parent.resize(n+1);

        size.resize(n+1);

        for(int i=0;i<=n;i++){

            parent[i]=i;

            size[i]=1;

        }

    }

    int findPar(int node){

        if(node==parent[node])

            return node;

        return parent[node]=findPar(parent[node]);

    }

    void unionByRank(int u, int v){

        int ulp\_u=findPar(u);

        int ulp\_v=findPar(v);

        if(ulp\_u==ulp\_v)

            return;

        if(rank[ulp\_u]<rank[ulp\_v]){

            parent[ulp\_u]=ulp\_v;

        }

        else if(rank[ulp\_v]<rank[ulp\_u]){

            parent[ulp\_v]=ulp\_u;

        }

        else{

            parent[ulp\_v]=ulp\_u;

            rank[ulp\_u]++;

        }

    }

    void unionBySize(int u, int v){

        int ulp\_u=findPar(u);

        int ulp\_v=findPar(v);

        if(ulp\_u==ulp\_v)

            return;

        if(size[ulp\_u]<size[ulp\_v]){

            parent[ulp\_u]=ulp\_v;

            size[ulp\_v]+=size[ulp\_u];

        }

        else{

            parent[ulp\_v]=ulp\_u;

            size[ulp\_u]+=size[ulp\_v];

        }

    }

};

class Solution {

public:

    vector<vector<string>> accountsMerge(vector<vector<string>>& account) {

        int n=account.size();

        DisjointSet ds(n);

        unordered\_map<string,int> mpp;

        sort(account.begin(),account.end());

        for(int i=0;i<n;i++){

            for(int j=1;j<account[i].size();j++){

                string mail=account[i][j];

                if(mpp.find(mail)==mpp.end()){

                    mpp[mail]=i;

                }

                else{

                    ds.unionBySize(i, mpp[mail]);

                }

            }

        }

        vector<string> mergeMail[n];

        for(auto it:mpp){

            string mail=it.first;

            int node=ds.findPar(it.second);

            mergeMail[node].push\_back(mail);

        }

        vector<vector<string>> ans;

        for(int i=0;i<n;i++){

            if(mergeMail[i].size()==0)

            continue;

            sort(mergeMail[i].begin(),mergeMail[i].end());

            vector<string> temp;

            temp.push\_back(account[i][0]);

            for(auto it:mergeMail[i]){

                temp.push\_back(it);

            }

            ans.push\_back(temp);

        }

        return ans;

    }

};

**46.) NUMBER OF ISLANDS II**

// User function Template for C++

class DisjointSet{

public:

    vector<int> rank,parent,size;

    DisjointSet(int n){

        rank.resize(n+1, 0);

        parent.resize(n+1);

        size.resize(n+1);

        for(int i=0;i<=n;i++){

            parent[i]=i;

            size[i]=1;

        }

    }

    int findPar(int node){

        if(node==parent[node])

            return node;

        return parent[node]=findPar(parent[node]);

    }

    void unionByRank(int u, int v){

        int ulp\_u=findPar(u);

        int ulp\_v=findPar(v);

        if(ulp\_u==ulp\_v)

            return;

        if(rank[ulp\_u]<rank[ulp\_v]){

            parent[ulp\_u]=ulp\_v;

        }

        else if(rank[ulp\_v]<rank[ulp\_u]){

            parent[ulp\_v]=ulp\_u;

        }

        else{

            parent[ulp\_v]=ulp\_u;

            rank[ulp\_u]++;

        }

    }

    void unionBySize(int u, int v){

        int ulp\_u=findPar(u);

        int ulp\_v=findPar(v);

        if(ulp\_u==ulp\_v)

            return;

        if(size[ulp\_u]<size[ulp\_v]){

            parent[ulp\_u]=ulp\_v;

            size[ulp\_v]+=size[ulp\_u];

        }

        else{

            parent[ulp\_v]=ulp\_u;

            size[ulp\_u]+=size[ulp\_v];

        }

    }

};

class Solution {

  public:

    vector<int> numOfIslands(int n, int m, vector<vector<int>> &operators) {

        DisjointSet ds(n\*m);

        vector<vector<int>> vis(n, vector<int> (m,0));

        int count=0;

        vector<int> ans;

        for(auto it:operators){

            int row=it[0];

            int col=it[1];

            if(vis[row][col]==1){

                ans.push\_back(count);

                continue;

            }

            vis[row][col]=1;

            count++;

            vector<int> dr={-1,0,1,0};

            vector<int> dc={0,1,0,-1};

            for(int ind=0;ind<4;ind++){

                int adjRow=row+dr[ind];

                int adjCol=col+dc[ind];

                if(adjRow>=0 && adjRow<n && adjCol>=0 && adjCol<m){

                    if(vis[adjRow][adjCol]==1){

                        int nodeNo=row\*m+col;

                        int adjNodeNo=adjRow\*m+adjCol;

                        if(ds.findPar(nodeNo)!=ds.findPar(adjNodeNo)){

                            count--;

                            ds.unionBySize(nodeNo, adjNodeNo);

                        }

                    }

                }

            }

            ans.push\_back(count);

        }

        return ans;

    }

};

**47.) MAKING A LARGE ISLANDS**

class DisjointSet{

public:

    vector<int> rank,parent,size;

    DisjointSet(int n){

        rank.resize(n+1, 0);

        parent.resize(n+1);

        size.resize(n+1);

        for(int i=0;i<=n;i++){

            parent[i]=i;

            size[i]=1;

        }

    }

    int findPar(int node){

        if(node==parent[node])

            return node;

        return parent[node]=findPar(parent[node]);

    }

    void unionByRank(int u, int v){

        int ulp\_u=findPar(u);

        int ulp\_v=findPar(v);

        if(ulp\_u==ulp\_v)

            return;

        if(rank[ulp\_u]<rank[ulp\_v]){

            parent[ulp\_u]=ulp\_v;

        }

        else if(rank[ulp\_v]<rank[ulp\_u]){

            parent[ulp\_v]=ulp\_u;

        }

        else{

            parent[ulp\_v]=ulp\_u;

            rank[ulp\_u]++;

        }

    }

    void unionBySize(int u, int v){

        int ulp\_u=findPar(u);

        int ulp\_v=findPar(v);

        if(ulp\_u==ulp\_v)

            return;

        if(size[ulp\_u]<size[ulp\_v]){

            parent[ulp\_u]=ulp\_v;

            size[ulp\_v]+=size[ulp\_u];

        }

        else{

            parent[ulp\_v]=ulp\_u;

            size[ulp\_u]+=size[ulp\_v];

        }

    }

};

class Solution {

public:

    int largestIsland(vector<vector<int>>& grid) {

        int n=grid.size();

        DisjointSet ds(n\*n);

        for(int row=0;row<n;row++){

            for(int col=0;col<n;col++){

                if(grid[row][col]==0)

                continue;

                vector<int> dr={-1,0,1,0};

                vector<int> dc={0,-1,0,1};

                for(int ind=0;ind<4;ind++){

                    int newr=row+dr[ind];

                    int newc=col+dc[ind];

                    if((newr>=0 && newr<n && newc>=0 && newc<n)

&& grid[newr][newc]==1){

                        int nodeNo=row\*n+col;

                        int adjNodeNo=newr\*n+newc;

                        ds.unionBySize(nodeNo, adjNodeNo);

                    }

                }

            }

        }

        int mx=0;

        for(int row=0;row<n;row++){

            for(int col=0;col<n;col++){

                if(grid[row][col]==1)

                continue;

                vector<int> dr={-1,0,1,0};

                vector<int> dc={0,-1,0,1};

                set<int> components;

                for(int ind=0;ind<4;ind++){

                    int newr=row+dr[ind];

                    int newc=col+dc[ind];

                    if(newr>=0 && newr<n && newc>=0 && newc<n){

                        if(grid[newr][newc]==1){

                            components.insert(ds.findPar(newr\*n+newc));

                        }

                    }

                }

                int sizeTotal=0;

                for(auto it:components){

                    sizeTotal+=ds.size[it];

                }

                mx=max(mx,sizeTotal+1);

            }

        }

        for(int cellNo=0;cellNo<n\*n;cellNo++){

            mx=max(mx, ds.size[ds.findPar(cellNo)]);

        }

        return mx;

    }

};

**48.) MOST STONES REMOVED WITH SAME ROW OR COLUMN**

class DisjointSet{

public:

    vector<int> rank,parent,size;

    DisjointSet(int n){

        rank.resize(n+1, 0);

        parent.resize(n+1);

        size.resize(n+1);

        for(int i=0;i<=n;i++){

            parent[i]=i;

            size[i]=1;

        }

    }

    int findPar(int node){

        if(node==parent[node])

            return node;

        return parent[node]=findPar(parent[node]);

    }

    void unionByRank(int u, int v){

        int ulp\_u=findPar(u);

        int ulp\_v=findPar(v);

        if(ulp\_u==ulp\_v)

            return;

        if(rank[ulp\_u]<rank[ulp\_v]){

            parent[ulp\_u]=ulp\_v;

        }

        else if(rank[ulp\_v]<rank[ulp\_u]){

            parent[ulp\_v]=ulp\_u;

        }

        else{

            parent[ulp\_v]=ulp\_u;

            rank[ulp\_u]++;

        }

    }

    void unionBySize(int u, int v){

        int ulp\_u=findPar(u);

        int ulp\_v=findPar(v);

        if(ulp\_u==ulp\_v)

            return;

        if(size[ulp\_u]<size[ulp\_v]){

            parent[ulp\_u]=ulp\_v;

            size[ulp\_v]+=size[ulp\_u];

        }

        else{

            parent[ulp\_v]=ulp\_u;

            size[ulp\_u]+=size[ulp\_v];

        }

    }

};

class Solution {

public:

    int removeStones(vector<vector<int>>& stones) {

        int n=stones.size();

        int maxRow=0;

        int maxCol=0;

        for(auto it:stones){

            maxRow=max(maxRow, it[0]);

            maxCol=max(maxCol, it[1]);

        }

        DisjointSet ds(maxRow+maxCol+1);

        unordered\_map<int,int> mpp;

        for(auto it:stones){

            int nodeRow=it[0];

            int nodeCol=it[1]+maxRow+1;

            ds.unionBySize(nodeRow, nodeCol);

            mpp[nodeRow]=1;

            mpp[nodeCol]=1;

        }

        int count=0;

        for(auto it:mpp){

            if(ds.findPar(it.first)==it.first){

                count++;

            }

        }

        return n-count;

    }

};

**49.) STRONGLY CONNECTED COMPONENTS  
( KOSARAJU’S ALGORITHM )**

class Solution

{

    public:

    void dfs(int node,vector<bool>

&visited,vector<vector<int>>& adj,stack<int> &st){

        visited[node] = true;

        for(auto neigh:adj[node]{

            if(visited[neigh] == false){

                dfs(neigh,visited,adj,st);

            }

        }

        st.push(node);

    }

    void revDFS(int node,vector<bool>

&visited,vector<vector<int>> &transpose){

        visited[node] = true;

        for(auto neigh:transpose[node]){

            if(!visited[neigh])

                revDFS(neigh,visited,transpose);

        }

    }

    int kosaraju(int V, vector<vector<int>>& adj){

        vector<bool> visited(V,false);

        stack<int> st;

        for(int i=0;i<V;i++{

           if(!visited[i]){

               dfs(i,visited,adj,st);

           }

        }

        vector<vector<int>> transpose(V);

        for(int i=0;i<V;i++){

            visited[i] = false;

            for(auto neigh:adj[i]){

                transpose[neigh].push\_back(i);

            }

        }

        int count =0;

        while(!st.empty()){

            int top = st.top();

            st.pop();

           if(visited[top] == false){

            count++;

              revDFS(top,visited,transpose);

           }

        }

        return count;

    }

};

**50.) BRIDGES IN GRAPH – TARJAN’S ALGORITHM OF TIME IN AND LOW TIME**

**( CRITICAL CONNECTIONS IN A NETWORK )**

class Solution {

public:

int timer=1;

    void dfs(int node, int parent, vector<int> &vis,

vector<int> adj[], vector<int> &tin,

vector<int> &low, vector<vector<int>> &bridges){

        vis[node]=1;

        tin[node]=low[node]=timer;

        timer++;

        for(auto it:adj[node]){

            if(it==parent)

            continue;

            if(vis[it]==0){

                dfs(it, node, vis, adj, tin, low, bridges);

                low[node]=min(low[node], low[it]);

                // node -- it

                if(low[it]>tin[node]){

                    bridges.push\_back({it, node});

                }

            }

            else{

                low[node]=min(low[node], low[it]);

            }

        }

    }

    vector<vector<int>> criticalConnections(int n,

vector<vector<int>>& connections) {

        vector<int> adj[n];

        for(auto it:connections){

            adj[it[0]].push\_back(it[1]);

            adj[it[1]].push\_back(it[0]);

        }

        vector<int> vis(n, 0);

        vector<int> tin(n);

        vector<int> low(n);

        vector<vector<int>> bridges;

        dfs(0, -1, vis, adj, tin, low, bridges);

        return bridges;

    }

};

**51.) ARTICULATION POINTS**

class Solution {

  public:

    int timer=0;

    void dfs(int node, int parent, vector<int> &vis,

vector<int> &tin, vector<int> &low,

vector<int> &mark, vector<int> adj[]){

        vis[node]=1;

        tin[node]=low[node]=timer;

        timer++;

        int child=0;

        for(auto it:adj[node]){

            if(it==parent)

            continue;

            if(!vis[it]){

                dfs(it, node, vis, tin, low, mark, adj);

                low[node]=min(low[node], low[it]);

                if(low[it]>=tin[node] && parent!=-1){

                    mark[node]=1;

                }

                child++;

            }

            else{

                low[node]=min(low[node], tin[it]);

            }

            if(child>1 && parent==-1){

                mark[node]=1;

            }

        }

    }

    vector<int> articulationPoints(int n, vector<int>adj[]) {

        vector<int> vis(n, 0);

        vector<int> tin(n);

        vector<int> low(n);

        vector<int> mark(n, 0);

        for(int i=0;i<n;i++){

            if(!vis[i]){

                dfs(i, -1, vis, tin, low, mark, adj);

            }

        }

        vector<int> ans;

        for(int i=0;i<n;i++){

            if(mark[i]==1){

                ans.push\_back(i);

            }

        }

        if(ans.size()==0)

        return {-1};

        return ans;

    }

};

**THANK YOU !**